**TEAM ID:PNT2022TMID49083**

**Importing The Required Libraries**

import pandas as pd

import numpy as np

import seaborn as sns

from keras.datasets import mnist

from keras.layers import Dense, Flatten, MaxPooling2D, Dropout

from keras.layers.convolutional import Conv2D

from keras.models import Sequential

from tensorflow.keras.utils import to\_categorical

import cv2

**Loading The Data**

(X\_train, y\_train), (X\_test, y\_test) = mnist.load\_data()

**Analyzing The Data**

plt.imshow(X\_train[0], cmap="binary")

plt.show()

print (y\_train[0])

![](data:image/jpeg;base64,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)

**Reshaping The Data**

print("---Before reshaping the Data---")

print("Shape of X\_train: {}".format(X\_train.shape))

print("Shape of y\_train: {}".format(y\_train.shape))

print("Shape of X\_test: {}".format(X\_test.shape))

print("Shape of y\_test: {}".format(y\_test.shape))

print("-----------------------------------------")

print()

print("---After reshaping the Data---")

X\_train = X\_train.reshape(60000, 28, 28, 1)

X\_test = X\_test.reshape(10000, 28, 28, 1)

print("Shape of X\_train: {}".format(X\_train.shape))

print("Shape of y\_train: {}".format(y\_train.shape))

print("Shape of X\_test: {}".format(X\_test.shape))

print("Shape of y\_test: {}".format(y\_test.shape))

print("-----------------------------------------")

---Before reshaping the Data---

Shape of X\_train: (60000, 28, 28, 1)

Shape of y\_train: (60000,)

Shape of X\_test: (10000, 28, 28, 1)

Shape of y\_test: (10000,)

-----------------------------------------

---After reshaping the Data---

Shape of X\_train: (60000, 28, 28, 1)

Shape of y\_train: (60000,)

Shape of X\_test: (10000, 28, 28, 1)

Shape of y\_test: (10000,)

-----------------------------------------

**Applying One Hot Encoding**

y\_train = to\_categorical(y\_train)

y\_test = to\_categorical(y\_test)

print("Shape of y\_train: {}".format(y\_train.shape))

print("Shape of y\_train: {}".format(y\_test.shape))

Shape of y\_train: (60000, 10)

Shape of y\_train: (10000, 10)